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* **先给结论**
  + 不能(直接)创建泛型数组
  + 实际的运行时对象数组只能是Object[]类型，而实际的运行时数组对象可能是T类型(虽然运行时会擦除成原始类型)
  + 一般解决方案：(泛型数组包装器):使用ArrayList收集泛型数组对象的对象元素，如ArrayList<T>、ArrayList<Pair<String>>
    - 将获得数组的行为，以及由泛型提供的编译期的类型安全

* **直接创建泛型数组不能通过编译，而转型对象数组通过编译但是不能在JVM运行**
  + - [![复制代码](data:image/gif;base64,R0lGODlhFAAUANQHADJKYpKluc3P05qy4jJdta/M92KQ3vv8/nKi4rK/0rLC6mJ6mtHe7sHN4ZW19iJLmUp2wqKy0nKa8iJCgsLV9uLq8qKywnKa2oKy4lKC0qLC8qKqwnKS0oKn7cDI1AAAACH5BAEAAB8ALAAAAAAUABQAAAWE4CeOZGmeaKquLKkoSRwJrXLch7XQa4IfAc+ud6AUGIHCS+NwME6WX6Xw6xAaps2BiUFofpICwVMK3CoVxuDQZBgIhEf50EVc1rgKJSInmRkMDQ0dBx0IBhkZfGUAjY0cOAwUChZ9KQYHiIkZG5YoEAcRohYbAZ4nEHAPq6sTLa+wsSUhADs=)](javascript:void(0);)
    - public class ArrayOfGeneric{
    - static Generic<Integer>[] gia;
    - @SupperssWarnings("unchecked")
    - public static void main(String[] args){
    - gia = (Generic<Integer>[])new Generic[100]; // 通过类型转换匿名对象
    - //! gia[0] = new Object(); //编译不通过，不能(直接)创建泛型数组实例
    - }

}

* + 问题在于数组将跟踪他们的实际类型，而这个类型是在数组被创建时确定的，因此，即使gia已经被转型为Generic<Integer>[]，但这个信息只存在于**编译期**(并且如果没有@SuppressWarning("unchecked")注解，将得到这个转型的警告)。在运行时，它仍旧是Object数组
  + 因此，成功创建泛型数组的唯一方式就是创建一个被擦出类型的新数组，然后对其转型（而且是在运行时转型）
    - 直接对整个数组强制转型，在编译时依旧会被擦除掉类型！所以应该在运行时转型，而这时最好的办法就是使用一个**泛型数组包装器**，维护一个原始类型的数组，通过数组入口方法进行元素**编译期的类型安全检测**(对应返回值)和强制类型转换(对于运行时不重要)，从而保证类型安全。

* + 对整个数组强制转型的例子(错误方法)
  + public class GenericArray<T> {
  + private T[] array;
  + @SupperessWarning("unchecked")
  + public GenericArray(int sz) {
  + array = (T[]) new Object[sz];
  + }
  + public void put(int index, T item) {
  + array[index] = item;
  + }
  + public T get(int index) { return array[index]; }
  + public T[] rep() { return array; } //应该在运行时出口做文章
  + public static void main (String[] args){
  + GenericArray<Integer> gai = new GenericArray<Integer>(10);
  + // Integer[] ia = gai.rep(); //ClassCastException

Object[] oa = gai.rep(); //只能返回对象数组类型为Object[]

* + - 实际的运行时对象数组是Object[]，而实际的运行时数组对象可能是T类型。

* + 因此，应该在运行时，数组对象的出口做转型输出，入口方法在编译期已实现类型安全，所以出口方法可以放心强制类型转换，保证成功。如下
    - public class GenericArray2<T> {
    - private Object[] array; //维护Object[]类型数组
    - @SupperessWarning("unchecked")
    - public GenericArray2(int sz) {
    - array = new Object[sz];
    - }
    - public void put(int index, T item) {
    - array[index] = item;
    - }
    - public T get(int index) { return (T)array[index]; }//数组对象出口强转
    - public T[] rep() { return (T[])array; } //运行时无论怎样都是Object[]类型
    - public static void main (String[] args){
    - GenericArray<Integer> gai = new GenericArray<Integer>(10);
    - // Integer[] ia = gai.rep(); //依旧ClassCastException
    - Object[] oa = gai.rep(); //只能返回对象数组类型为Object[]
    - gai.put(0,11);
    - System.out.println(gai.get(0)); // 11 ,出口成功转型
    - }

}

* **通过反射在运行时构出实际类型为type[]的对象数组，避免了类型擦除，从而转换成功，无ClassCastException**

import java.lang.reflect.\*;

public class GenericArrayWithTypeToken<T> {

private T[] array;

@SuppressWarning("unchecked")

public GenericArrayWithTypeToken(Class<T> type, int sz) {

array = (T[]) Array.newInstance(type, sz);//通过反射在运行时构出实际类型为type[]的对象数组，避免了类型擦除，从而转换成功，无ClassCastException

}

public void put(int index, T item){

array[index] = item;

}

public T get(int index) { return array[index]; }

public T[] rep() { return array; } //能成功返回了~

public static void main(String[] args) {

GenericArrayWithTypeToken<Integer> gawtt = new GenericArrayWithTypeToken<>(Integer.class, 10);

Integer[] ia = gawtt.rep(); //能成功返回了！

}

}

* ArrayList类中对象数组的运行时类是Object[]，是历史遗留问题，能做得更好，但是Java类库开发人员囿于现有接口的限定，无法修改某些Java类库代码